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Abstract—There are many different emulation tools, some
with similar but different functions and goals. The most
common ones are Mininet and NetEm. They are often used to
test and validate the work of researchers. This includes new
algorithms or programs. However, it is not always clear why
a particular emulation tool was used. The following paper
presents and categorizes the use of those tools. Meanwhile,
it becomes clear that current emulation tools have technical
limitations and are sometimes reaching their limits, which
is why there will be even more powerful tools in the future.

Index Terms—Network Emulation, Path property, Emulation
tools, Mininet, Netem

1. Introduction

As the Internet grows, the corresponding programs
and requirements become more complex. It is not only
important that applications work at all, but speed also
plays a significant role. There are a lot of devices with
different hardware on which the programs should still be
usable quickly. Therefore, tests must be carried out to
check how programs behave with other parameters, such
as high latency and bandwidth. The aim is to recreate real
network conditions. Entire virtual networks can also be
created to carry out tests.

The use of such tools offers many advantages com-
pared to testing on real networks. The most significant
advantage is efficiency. Networks can be set up and used
much faster. Moreover, the costs of real hardware are
eliminated. Only with large and complex networks can
the performance decrease, meaning the test results are not
100 % accurate. Nevertheless, the cost benefits outweigh
the disadvantages in most cases, which is why emulation
tools are used so frequently.

In the following paper, the emulation tools are pre-
sented and compared with each other, documenting their
use over the last five years.

2. Emulation Tools

2.1. Function

Emulation tools make it possible to recreate real hard-
ware or software environments to test their behavior in a
controlled environment. Realistic networks or systems are
simulated without the need for the underlying hardware.
The tool must be as similar as possible to the original sys-
tem. Network emulation tools, in particular, allow certain
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conditions to be emulated by changing individual param-
eters. This allows for better evaluation of experiments.

For example, it is possible to artificially increase the
latency and see how the same application works on less
powerful devices. Other limitations, such as low band-
width or high packet loss, can also be emulated. It is also
possible to emulate real networks, which function like real
networks.

2.2. Most Common Emulation Tools

Mininet is by far the most frequently used tool in the
papers. It can mimic a real network by creating virtual
hosts, switches, controllers, and connections [1]. That
is why it is primarily used when researchers want to
focus on Software-defined Networks (SDN). It can also
simulate targeted network failures. The simulations result
in data sets that can be used to train models [2]. Because
only one device is required, Mininet is very cost-efficient.
However, Mininet-based networks cannot exceed the CPU
or bandwidth available on a single server. This leads
to bottlenecks when too many network components are
emulated, resulting in increased latency, packet loss, or
inaccurate bandwidths.

Another well-known tool is GNS3 [3]. Compared to
Mininet, GNS3 is a more robust network emulator that
is mainly used for simulating traditional networks. It can
connect real network devices, such as Cisco routers and
switches, to virtual machines (such as Linux servers).
GNS3’s emulation is more realistic because it uses official
operating system images (such as Cisco I0S). However,
these are often licensed, so it can be challenging to
get hold of them. In addition, GNS3 is more resource-
intensive due to emulating real devices, which is why it
is slow on more extensive networks.

Emulab [4], meanwhile, connects physical and virtual
networks. Real hardware (physical devices) and also vir-
tual machines are used. Emulab enables the use of many
physical machines in a distributed environment, which
increases scalability.

Containernet is an extension of Mininet [5]. In addi-
tion to Mininet’s functions, it enables the use of Docker
containers as hosts, which allows the use of real services
(e.g., microservices).

NetEm [6], on the other hand, focuses on changing
specific parameters. It is possible to add latency, simulate
packet loss and jitter, limit bandwidth, and much more.
This makes the tool well-suited for performance testing
and software optimization.
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TABLE 1: Usage of Path Property Tools in Paper

overall Mininet NetEm GNS3 EmuLab other
2020 10 5 1 0 3 1
2021 12 7 1 1 0 3
2022 6 5 1 0 0 0
2023 5 2 1 1 0 1
2024 6 2 2 0 0 2
sum 39 21 6 2 3 7

Dummynet [7] is similar to NetEm; it was developed
only on FreeBSD, but nowadays, it is also usable on
MacOS or Linux. NetEm, on the other hand, is based
on Linux and is only installable on a Linux-based oper-
ating system. Dummynet focuses more on traffic shaping,
which is why it is more flexible and efficient in those
areas. However, that also needs a deeper configuration and
more system resources. Both are applied on the network
interface and act as an intermediate layer between devices
and the network.

2.3. Installation

Setting up Mininet is easy. The first step is to install
a Mininet VM image and then open it in a virtualization
system(Quelle). This setup is quick because the Mininet
VM has a pre-built environment that is ready to be used.
NetEm, on the other hand, can only be installed on a
Linux-based operating system such as Ubuntu because it
is not a standalone program(Quelle). The corresponding
websites provide ’codes’ that make it possible to use
those tools. For example, in NetEm, 10% packet loss
is simulated with the code: sudo tc gdisc change dev
eth0 root netem loss 10%.

Comparable programs can be installed on FreeBSD
(Dummynet [7]).

3. Usage in papers

In the following, we reviewed the papers of ACM
SIGCOMM and ACM CoNEXT and found all the papers
in which path property emulation tools are used. Table 1
shows the use of the various tools from 2020 to 2024.
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Figure 1: An Example Network Topology

Seminar IITM WS 24/25

44

3.1. Mininet

Mininet was used 21 times, representing about half of
all papers using emulation tools. In references [8], the
authors created an automatic Mininet topology genera-
tor. This creates "an evaluation testbed for any kind of
measurements that require a ground-truth dataset" [8]. A
ground truth dataset is a reference standard for evaluating
models or algorithms. The accurate and verified dataset
information must often be created manually, which the
authors want to automate in this paper. The paper focuses
primarily on Resource Public Key Infrastructure(RPKI)
measurements, but they want to make the approach possi-
ble for all measurements requiring a ground truth dataset.
The first step is to collect the required data from pub-
lic sources to create a directed graph. Since Mininet is
not powerful enough to simulate the entire topology, the
framework must reduce the graph to approximately 4000
nodes while maintaining important properties such as the
degree distribution of the nodes. The abstracted graph is
then translated into a Mininet configuration file, which, in
this case, generates a realistic RPKI deployment scenario.
The developed program allows filtering on a self-selected
set of nodes in the Mininet topology, which can create a
ground truth dataset.

In Paper [9], an algorithm is created that finds the
ideal path between two nodes in a network. It is not
about the length of the path but about better traffic load
distribution. Figure 1 shows a network created in Mininet,
where different hosts are connected to a controller via
many switches. Data is sent from the hosts with different
bandwidths to check whether their algorithm will find the
best path. There are three scenarios: once both hosts send
with less than 50% of link bandwidth, once one host sends
with more than 50%, and the last time both send the data
with more than 50% bandwidth. In all three scenarios, the
algorithm prevented overload, proving the quality of the
algorithm.

It is also possible to train data sets with Mininet, done
in [2], [10]. In the paper [2], datasets of network failures
were simulated in Mininet to train decision-tree-based
models. For this purpose, random traffic was emulated
in selected topologies, and then failure was injected by
manually setting the status of links and nodes to failure.

Sometimes, a network consisting of a client and a
server, both dual-stacks, is emulated [11]. Then, the la-
tency and bandwidth of the IPv4 and IPv6 paths can be
adjusted.

It is also possible that the features of Mininet are
not sufficient. For example, in Paper [12], IPMininet,
an extension of Mininet that supports SRv6, is used.
SRv6 is a modern and flexible routing technology that
directly integrates the segment routing principle into the
IPv6 protocol. This makes routing more efficient because
packets carry explicit path information, and the behavior
of networks is made programmable. IPMininet also allows
the evaluation of network conditions, such as packet loss,
by emulating network loss. This allows the authors to test
their SRv6 plugin.

Primarily, Mininet is used to simulate networks with
routers, switches, and hosts. Often, the bandwidth, latency,
and other parameters are actively set. In Paper [13],
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routers are used whose links have a bandwidth limit of
1000 Mbits~! and a constant delay of 2 ms.

The other papers also briefly address the use of
Mininet to emulate topologies [14]-[25] but do not elab-
orate further.

In summary, Mininet can be used flexibly. Fundamen-
tally, it is used to emulate networks on which tests are
carried out. These include testing network performance
or the functionality of one’s algorithm. Sometimes, data
sets are created from the information obtained, which are
used to train models.
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Figure 2: The response delay of AWStream and DDS with
different network bandwidth and latency

3.2. NetEm

The use of NetEm in papers has been entirely one-
sided. It is mainly described that parameters such as
bandwidth and latency in networks have been varied [13],
[26]. In paper [26], this was done to test the performance
of DDS, a streaming technique. It is a model developed for
video streams from cameras to be sent to servers, which
will be processed using deep neural networks (DNNs).
DNNs are an artificial neural network used to solve com-
plex machine-learning tasks. In Figure 2, the streaming
delay of DDS compared to an already established system
(AWSStream), with different bandwidth and latency, is
shown. The exact comparison is possible through the
emulation in NetEm.

Other parameters, such as packet loss and long delay
(due to a high round-trip time), can also be emulated [27],
[28]. A 5G setup, a combination of increased jitter (fluctu-
ations in the delay), lower bandwidth, and delays, and an
LTE-M model were also simulated, which usually offers
very low latency and high bandwidth.

In Paper [29], the bottleneck link’s speed and the
bottleneck buffer’s size were configured to gain control
over the network. This affects the network performance
so that the authors can evaluate the response to network
congestion and packet loss.

In summary, the users of this emulation tool are satis-
fied with the tool. There are limitations when the load is
too high (for example, too much jitter), but this was not
a problem in the papers mentioned.

3.3. Emulab

In Reference [30], extensive simulations are performed
with Emulab. Different network topologies are emulated,
with different conditions, to demonstrate the performance
of "MPCC, a high-performance multipath congestion con-
trol architecture” [30]. It was explicitly declared that
"[u]nless stated otherwise all link latencies, bandwidths,
and buffer sizes are 30 ms, 100 Mbits™' and 375kB (the
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Bandwidth-Delay Product), respectively." [30] All values
are detailed and explained with potential limitations for
other values. It is noted that the experiments in Emulab
cannot be 100% transferred to real networks. Therefore,
live experiments were also carried out in which files were
downloaded from various locations in the cloud. This also
implies that the tests in Emulab alone cannot provide
complete information about the tool in practice.

The Paper [31] also emulates parameters such as la-
tency, focusing on dynamic changes in network condi-
tions.

It should be noted that papers that use Emulab con-
duct extensive and detailed experiments [17]. Emulab is
designed for larger network emulations, increasing the
complexity and time needed to understand the program.

3.4. GNS3

In Paper [32], [33], Gns3 was used similarly to
Mininet to create virtual networks and test algorithms.
Paper [32] is about Snowcap, which requires GNS3 to
function. A detailed guide is provided explaining how to
use Snowcap, one of the requirements being GNS3.

3.5. Other Tools

There is one paper that uses Dummynet [34]. Again,
realistic network conditions were simulated, which were
intended to represent mobile networks. These are known
for fluctuating latencies, achieved in Dummynet by con-
stantly adjusting the queue delays with target jitter values.
The method caused latency fluctuations without letting
packets arrive in the wrong order, which more realistically
simulates mobile networks. Dummynet was used here
because it is more focused on traffic shaping than NetEm,
offering greater flexibility in emulation. However, the
paper mentions that Dummynet is limited by a maximum
queue size of 100, which does not allow for entirely
flexible emulation.

Nanonet is an emulation tool conceptually based on
Mininet and primarily aimed at segment routing experi-
ments [35]. Segment routing is routing traffic in networks
on predefined routers instead of making a new decision at
each router. In Paper [35], they simulate network nodes
connected to each other for a realistic simulation of
network behavior. Nanonet then calculates the shortest
path between the nodes. An even distribution of traffic
on the paths was ensured to measure the maximum link
utilization with a specific instance. This allowed testing
and comparing different approaches for optimizing link
weights.

Another extension of Mininet is G2-Mininet, which
analyzes the Quantitative Theory of Bottleneck Struc-
tures (QTBS). QTBS is a mathematical theory developed
to analyze and optimize communication networks. The
paper simulated various network topologies (fat trees,
folded clos, and Dragonfly) to test QTBS. More than 600
networks were simulated over more than 800 hours to
confirm the correctness of the model.

In Paper [36], SimBricks, a Network System Evalua-
tion with Modular Simulation, was introduced with ns-
3 integrated. Ns-3 [37] is also an emulation tool that
can process and synchronize packets using the Ethernet
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network interface. SimBrick uses ns-3 to simulate net-
work layers and connections between virtual and physical
network topologies.

The paper [5] takes advantage of the fact that Con-
tainernet is based on containers that form a network of
interconnected nodes. Such a network is created with each
container running a KIRA routing server that provides
IPv6 connectivity and some containers running additional
5G core network functions. This is part of the KIRA
routing architecture intended to enable autonomous and
fault-tolerant network control. Containernet is mainly used
to emulate the network topology and test node failures.

A tool yet to be mentioned is BESS. It allows the
user to control network properties such as latency at a
more detailed level than other tools such as NetEm [38].
This enables fine-grained control of network traffic. In
the paper [38], it is used "to control the access link
speed, queue size, and add delay to ingress and egress
packets" [38] of a switch. In addition, BESS can measure
important data such as queue occupancy and packet loss,
which enables more precise analysis.

The last paper introduces Klonet [39]. It is a new
network emulation platform that was created for educa-
tional purposes. It is criticized that current emulation tools
are inadequate for integrating network hardware due to
insufficient scalability and other factors. The paper also
creates a table with the tools currently in use and shows
factors such as hardware support, container support, and
VM support.

3.6. Summary

Mininet NetEm GNS3 EmulLab
Function Simulation of Simulation of Simulation of Testing and
Software- latency, packet | physical and experimenting
Defined loss, etc. virtual devices | with real
Networks networks
(SDN)
Architecture Virtual Works as part | Virtual Hardware and
Switches, of Linux Traffic | machines, software
Hosts and Control physical testbed
Controllers devices and
switches
Scalability Goodforsmall | Dependingon | Very good for High scalability
to medium the hardware smallto large (both small
networks networks and large
networks)
Realism High proximity | Notan exact Close toreal Very high
to SDN-based | replica, only networks realism
networks simulates through real
properties hardware

Figure 3: Comparison of Path Property Emulation Tools

Many different emulation tools are used for different
reasons. In Figure 3, the most commonly used tools
are compared. For example, Mininet was often used in
the papers, mainly to emulate small and medium-sized
networks. NetEm was used to emulate network proper-
ties but was only mentioned briefly. Although GNS3 is
more flexible in the size of the emulated networks, the
tool was mostly only mentioned in passing. Papers that
use Emulab have mainly carried out very extensive and
detailed experiments that comprise several pages of the
paper. The complexity of the tool can explain this. For
example, while the functions of NetEm are limited to
emulating parameters on one host, Emulab can emulate
large networks with complex properties on several hosts,
switches, and routers.
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Nevertheless, the current tools are not perfect. Some-
times, the current applications do not meet the require-
ments. Very few tools can simulate specific hardware
properties or modern technologies such as containers.
Also, with large, realistic networks, many tools reach
their limits. This has led to tools such as Klonet and
Containernet, which are new emulation tools with more
options that can be used in a broader variety of ways.

4. Conclusion

Path property emulation tools play a crucial role in net-
work research and development. It is possible to precisely
simulate network properties such as latency, bandwidth,
loss, and jitter. Depending on the requirements, choosing
the right emulation tool can be cost and time-efficient,
mainly when a lot of data has to be processed.

However, since the established tools are imperfect,
their results cannot always be 100% transferred to the
real world. With the rapid development of the Internet,
there will be even more powerful and diverse future tools
capable of more. Technologies such as artificial intelli-
gence also mean a lot is still possible in this area, making
it possible that currently established tools will become
outdated and no longer be used.

Nevertheless, the current tools make an essential con-
tribution to the development of modern networks. Even if
they are imperfect, most of the tools have been in use for
several years and will continue to be used in various ways
and on a wide scale.
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